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DSP Assignment #3

|  |  |  |
| --- | --- | --- |
| Name | Section | BN |
| Ahmed Radwan GadELRab | 1 | 12 |
| Mohamed Ismail Amer | 3 | 42 |
| Moamen Nasser Saad | 3 | 37 |
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**Confusion Matrix for K-means [16 Cluster per class and DCT]**
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**Confusion Matrix for GMM [4 Cluster per class and LDA]**

![](data:image/png;base64,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)

**Confusion Matrix for SVM [RBF kernel and PCA]**
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|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | |  | | Features | |  | |
| DCT | | PCA | | Your features | |
| Accuracy | Processing Time | Accuracy | Processing Time | Accuracy | Processing Time |
| Classifier | |  |  |  |  |  |  |
| K-means  Clustering | 1 | 62.85% | 2.15 s | 67.05% | 1.8 s | 89.45% | 0.15 s |
| 4 | 86.5% | 4.2 s | 88.25% | 4.3 s | 89.25% | 1.22 s |
| 16 | 93.3% | 11.1 s | 93% | 8.94 s | 90.2% | 2.5 s |
| 32 | 95% | 18.23 s | 95.35% | 14.96 s | 91.5% | 4.13 s |
| GMM | 1 | 62.1% | 32.26 s | 50.3% | 19.45 s | 86.3% | 2.27 s |
|  | 2 | 75.9% | 32.01 s | 67.55% | 28.2 s | 85.15% | 5.41 s |
|  | 4 | 85.2% | 74.6 s | 80.9% | 51.85 s | 88% | 9.81 s |
| SVM | Linear | 93.9% | 3.32 s | 93.35% | 3.49 s | 89.9% | 2.49 s |
|  | nonlinear\* | 97.6% | 2.46 s | 97.85% | 3.66 s | 91.05% | 0.653 s |

**Notes:**

*We used LDA to extract 9 components of features.*

*We used RBF kernel for SVM.*

**CODE:**

|  |
| --- |
| *# mount drive that contain dataset #Data is on Drive* drive.mount(**"/content/drive"**, force\_remount=**True**) **from** google.colab **import** drive drive.mount(**'/content/drive'**)  *# copy data from drive into colab #!cp -av '/content/drive/MyDrive/dataset' '/content/dataset'  # unzip data* **import** zipfile **with** zipfile.ZipFile(**"/content/drive/MyDrive/dataset/MNIST.zip"**, **'r'**) **as** zip\_ref:  zip\_ref.extractall(**"/content/drive/MyDrive/dataset/"**)  **import** glob **import** numpy **as** np train\_dir = **"/content/drive/MyDrive/dataset/Reduced MNIST Data/Reduced Trainging data"** test\_dir = **"/content/drive/MyDrive/dataset/Reduced MNIST Data/Reduced Testing data"** *# lists contains images paths* train\_list = [] test\_list = []  **for** i **in** range(10):  train\_list.append(glob.glob(**'{}/{}/\*.jpg'**.format(train\_dir,i)))  test\_list.append(glob.glob(**'{}/{}/\*.jpg'**.format(test\_dir,i)))  train\_list = [item **for** sublist **in** train\_list **for** item **in** sublist] test\_list = [item **for** sublist **in** test\_list **for** item **in** sublist]  *# create training and test datasets* **import** PIL **import** matplotlib.pyplot **as** plt  train\_data = np.array([np.array(PIL.Image.open(fname)) \  **for** fname **in** train\_list]) test\_data = np.array([np.array(PIL.Image.open(fname)) \  **for** fname **in** test\_list])  *# create training and test data* **import** re  train\_label = np.array([x **for** x **in** range(10) **for** y **in** range(1000)]) test\_label = np.array([x **for** x **in** range(10) **for** y **in** range(200)])  *# Shuffle training and test data* **from** sklearn.utils **import** shuffle  train\_data, train\_label = shuffle(train\_data/255, train\_label) test\_data, test\_label = shuffle(test\_data/255, test\_label)  *# plot first 30 images in MNIST after being shuffled* fig, ax = plt.subplots(6, 5, figsize = (12, 12)) fig.suptitle(**'First 30 images in MNIST'**) fig.tight\_layout(pad = 0.3, rect = [0, 0, 0.9, 0.9]) **for** x, y **in** [(i, j) **for** i **in** range(6) **for** j **in** range(5)]:  ax[x, y].imshow(train\_data[x + y \* 6].reshape((28, 28)), cmap = **'gray'**)  ax[x, y].set\_title(train\_label[x + y \* 6])  *# DCT Features* **from** scipy.fftpack **import** dct ,idct  **def** dct\_(a):  **return** dct(dct(a.T, norm=**'ortho'**).T, norm=**'ortho'**)  **def** zigzag(a):  x=np.concatenate([np.diagonal(a[::-1,:], i)[::(2\*(i % 2)-1)] \  **for** i **in** range(1-a.shape[0], a.shape[0])])  **return** x[0:200]  **def** idct\_(a):  **return** idct(idct(a.T, norm=**'ortho'**).T, norm=**'ortho'**)  **def** get\_dct\_features(a):  DCT\_features=np.zeros((a.shape[0],200))  **for** i **in** range(a.shape[0]):  DCT\_ordered = zigzag(dct\_(a[i]))  DCT\_features[i] = DCT\_ordered   **return** DCT\_features.reshape((a.shape[0],-1))  DCT\_features\_train = get\_dct\_features(train\_data) print(**"The Size of DCT features for Training are now {} "**.format(DCT\_features\_train.shape)) DCT\_features\_test = get\_dct\_features(test\_data) print(**"The Size of DCT features for Testing are now {} using "**.format(DCT\_features\_test.shape))  *# PCA Feature* **from** sklearn.decomposition **import** PCA **from** sklearn.cluster **import** KMeans  pca = PCA(0.9) pca.fit(train\_data.reshape((train\_data.shape[0],784))) train\_pca = pca.transform(train\_data.reshape((train\_data.shape[0],784))) test\_pca = pca.transform(test\_data.reshape((test\_data.shape[0],784))) print(**"The number of components for 90% varinace is "**, pca.n\_components\_)  *# LDA Features* **from** sklearn.discriminant\_analysis **import** LinearDiscriminantAnalysis **as** LDA  lda = LDA(n\_components=9) lda\_train = lda.fit\_transform(train\_data.reshape((train\_data.shape[0],784)), train\_label) lda\_test = lda.transform(test\_data.reshape((test\_data.shape[0],784)))  *# Kmeans* **def** pred\_labeled(y\_true, y\_pred):  y\_voted\_labels = np.zeros(y\_true.shape)  labels = np.unique(y\_true)  ordered\_labels = np.arange(labels.shape[0])  **for** k **in** range(labels.shape[0]):  y\_true[y\_true==labels[k]] = ordered\_labels[k]  *# Update unique labels* labels = np.unique(y\_true)  *# We set the number of bins to be n\_classes+2 so that   # we count the actual occurence of classes between two consecutive bins  # the bigger being excluded [bin\_i, bin\_i+1[* bins = np.concatenate((labels, [np.max(labels)+1]), axis=0)   **for** cluster **in** np.unique(y\_pred):  hist, \_ = np.histogram(y\_true[y\_pred==cluster], bins=bins)  *# Find the most present label in the cluster* winner = np.argmax(hist)  y\_voted\_labels[y\_pred==cluster] = winner  **return** y\_voted\_labels  **def** purity\_score(y\_true, y\_pred):  *# matrix which will hold the majority-voted labels* y\_voted\_labels = np.zeros(y\_true.shape)  labels = np.unique(y\_true)  ordered\_labels = np.arange(labels.shape[0])  **for** k **in** range(labels.shape[0]):  y\_true[y\_true==labels[k]] = ordered\_labels[k]  *# Update unique labels* labels = np.unique(y\_true)  *# We set the number of bins to be n\_classes+2 so that* bins = np.concatenate((labels, [np.max(labels)+1]), axis=0)  **for** cluster **in** np.unique(y\_pred):  hist, \_ = np.histogram(y\_true[y\_pred==cluster], bins=bins)  *# Find the most present label in the cluster* winner = np.argmax(hist)  y\_voted\_labels[y\_pred==cluster] = winner  **return** accuracy\_score(y\_true, y\_voted\_labels)  *# Function to calculate kmean clusters for required cluster numbers* **import** time **from** sklearn.metrics **import** accuracy\_score **from** sklearn.metrics **import** confusion\_matrix, classification\_report **from** sklearn.metrics **import** multilabel\_confusion\_matrix   **def** kmean\_cluster(train\_data,test\_data,test\_label):  *# multiplying the numbers by 10* cluster\_number = [10,40,160,320]  confusionMatrix = []  **for** i **in** cluster\_number:  print(**"Number of clusters per class ="**,int(i)/10)  *# Initialize the K-Means model* kmeans = KMeans(n\_clusters = i,n\_init=5,max\_iter=10000,algorithm=**'full'**,random\_state=0)  *# Fitting the model to training set* tic = time.time()  kmeans.fit(train\_data)  toc=time.time()  print(**"Training time ="**,round(toc-tic,4))  tic = time.time()  pred\_labels=kmeans.predict(test\_data)  toc=time.time()  print(**"Testing time ="**,round(toc-tic,4))  accuracy=purity\_score(test\_label, pred\_labels)  print(**"Testing accuracy ="**,accuracy)  print(**"\n"**)  print(**"-------K-means-------"**)  kmean\_cluster(DCT\_features\_train,DCT\_features\_test,test\_label)  kmean\_cluster(train\_pca,test\_pca,test\_label)  kmean\_cluster(lda\_train,lda\_test,test\_label)  **from** sklearn.mixture **import** GaussianMixture **def** GMM\_mix(train\_data,test\_data,test\_label):  Mix\_number = [10,20,40]  **for** i **in** Mix\_number:  print(**"Number of clusters per class is :"**,int(i/10))  *# Initialize the GMM model* GMM = GaussianMixture(n\_components=i, n\_init = 10, max\_iter = 6000, covariance\_type = **'diag'**)  *# Fitting the model to training set* tic = time.time()  GMM.fit(train\_data)   toc=time.time()  print(**"Training time ="**,round(toc-tic,4))  tic = time.time()  pred\_labels=GMM.predict(test\_data)  toc=time.time()  print(**"Testing time ="**,round(toc-tic,4))  accuracy=purity\_score(test\_label, pred\_labels)  print(**"Testing accuracy ="**,accuracy)  print(**"\n"**)  print(**"-------GMM-------"**)  GMM\_mix(DCT\_features\_train,DCT\_features\_test,test\_label)  GMM\_mix(train\_pca,test\_pca,test\_label)  GMM\_mix(lda\_train,lda\_test,test\_label)  **from** sklearn **import** svm **def** svm\_models(training\_data,training\_labels,testing\_data,testing\_labels):  **for** kernel **in** (**'linear'**, **'rbf'**):  classifier\_svm = svm.SVC(kernel=kernel, C=6)  tic = time.time()  classifier\_svm.fit(training\_data, training\_labels)  toc = time.time()  print(**"Training time ="**,round(toc-tic,4))  predicted\_labels\_train = classifier\_svm.predict(training\_data)  tic = time.time()  predicted\_labels\_test= classifier\_svm.predict(testing\_data)  toc = time.time()  print(**"Test time ="**,round(toc-tic,4))  print(**"Accuracy using "**+ kernel + **"kernel ="** + str(accuracy\_score(predicted\_labels\_test,testing\_labels)))  print(**'\n'**)  print(**"-------SVM-------"**)  svm\_models(DCT\_features\_train,train\_label,DCT\_features\_test,test\_label)  svm\_models(train\_pca,train\_label,test\_pca,test\_label)  svm\_models(lda\_train,train\_label,lda\_test,test\_label)  **import** pandas **as** pd **def** confusion\_matrix(labels,pred):  *# Create a DataFrame with labels and varieties as columns: df* df = pd.DataFrame({**'Labels'**: labels, **'predictions'**: pred})   *# Create crosstab: ct* ct = pd.crosstab(df[**'Labels'**], df[**'predictions'**])   *# Display ct* display(ct)  *#kmeans\_16 confusion matrix using DCT features* kmeans = KMeans(n\_clusters =160,n\_init=5,max\_iter=10000,algorithm=**'full'**,random\_state=0) kmeans.fit(DCT\_features\_train) pred\_labels=kmeans.predict(DCT\_features\_test) y\_pred=pred\_labeled(test\_label, pred\_labels) confusion\_matrix(test\_label,y\_pred)  *#GMM\_16 confusion matrix using LDA features* GMM = GaussianMixture(n\_components=40, n\_init = 10, max\_iter = 6000, covariance\_type = **'diag'**) GMM.fit(lda\_train) pred\_labels=GMM.predict(lda\_test) y\_pred=pred\_labeled(test\_label, pred\_labels) confusion\_matrix(test\_label,y\_pred)  *#svm\_rbf confusion matrix using pca features* classifier\_svm = svm.SVC(kernel=**'rbf'**, C=5) classifier\_svm.fit(train\_pca, train\_label) predicted\_labels\_test= classifier\_svm.predict(test\_pca) confusion\_matrix(test\_label,predicted\_labels\_test) |

**You can find the code on Google Colab with outputs in the following link:**

<https://colab.research.google.com/drive/1ocsSb0lPRGAuSG108wrK6cl3dmN76-eJ?usp=sharing>